Лабораторная работа №4

**Исследование способов интеграционного тестирования программного обеспечения**

1. **Цель работы**

Исследовать основные принципы интеграционного тестирования программного обеспечения. Приобрести практические навыки организации интеграционных тестов для объектно-ориентированных программ.

1. **Варианты заданий и порядок выполнения работы**

3.1. Выбрать в качестве тестируемого взаимодействие двух или более классов, спроектированных в лабораторных работах №№1 – 4.

3.2. Составить спецификацию тестового случая.

3.3. Реализовать тестируемые классы и необходимое тестовое окружение на языке С#.

3.4. Выполнить тестирование с выводом результатов на экран и сохранением в log-файл.

3.5. Проанализировать результаты тестирования, сделать выводы.

**Ход работы**

Тесты программы:

Для тестировки программы были уже отработанные данные из первой лабораторной работы:
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Рисунок 1 – тест программы с безошибочными данными (слева консоль, справа файл log.txt)

Для отработки лабораторной работы будут скоректированы данные в файле решения чтобы показать, что взаимодействие систем налажено и тестируется:
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Рисунок 2 – данные об ошибке в файле ответов для матриц на строках 1 и 4 (слева консоль, справа файл log.txt)

Чтобы проверить действительно ли работает проверка взаимодействий между классами парсера фалов и классом обработки задачи, были изменены данные в файле задачи. Парсер выдаёт 3 строки данных из файла, в то время как проверка ожидает 4 строки, поэтому выдаётся ошибка.

![](data:image/png;base64,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)

Рисунок 3 - данные об ошибке во взаимодействии классов (парсер передаёт 4 строки, когда должен 3)

**Вывод:**

В ходе данной лабораторной работы были исследованы основные принципы интеграционного тестирования программного обеспечения. А также приобретены практические навыки организации интеграционных тестов для объектно-ориентированных программ.

Приложение А

Листинг программы:

import os

class TTasks:

    def matrixMethod(self, matrix: list[list]) -> int:

        counter = len(matrix)

        for row in matrix:

            for cell in row:

                if cell == 0 or cell == "" or cell is None:

                    counter -= 1

                    break

        return counter

    def stringMethod(self, string: str) -> list[int]:

        pluses = 0

        stars = 0

        for ch in string:

            if ch == "+":

                pluses += 1

            elif ch == "\*":

                stars += 1

        return [pluses, stars]

    def fileMethod(self, fileRoot: str, target: str) -> list[str]:

        listOfStrings = []

        if not os.path.exists(fileRoot):

            raise FileNotFoundError(f"Test file not found: {fileRoot}")

        with open(fileRoot, 'r', encoding='utf-8') as file:

            for line in file:

                if target in line:

                    listOfStrings.append(line.rstrip("\n").rstrip("\r"))

        return listOfStrings

class FileSearcher:

    """

    Второй класс. Выполняет поиск ключевых слов в файлах и агрегирует результаты,

    используя методы класса TTasks для постобработки (например, подсчёт символов).

    """

    def \_\_init\_\_(self, tasks: TTasks):

        self.tasks = tasks

    def find\_and\_count(self, file\_path: str, keyword: str) -> dict:

        """

        Находит строки с keyword в файле file\_path и возвращает словарь:

        {

          'count': количество найденных строк,

          'lines': список найденных строк,

          'pluses\_stars\_counts': список результатов stringMethod для каждой найденной строки

        }

        """

        found = self.tasks.fileMethod(file\_path, keyword)

        counts = [self.tasks.stringMethod(line) for line in found]

        return {

            'count': len(found),

            'lines': found,

            'pluses\_stars\_counts': counts

        }

    def aggregate\_counts(self, file\_paths: list[str], keyword: str) -> dict:

        """

        Проходит по списку файлов, выполняет find\_and\_count для каждого и агрегирует:

        {

          'total\_files': n,

          'files\_with\_hits': k,

          'total\_matches': m,

          'per\_file': [{'file': path, 'count': c, 'counts': [...]}, ...]

        }

        """

        per\_file = []

        total\_matches = 0

        files\_with\_hits = 0

        for path in file\_paths:

            try:

                res = self.find\_and\_count(path, keyword)

            except FileNotFoundError:

                per\_file.append({'file': path, 'error': 'missing'})

                continue

            per\_file.append({'file': path, 'count': res['count'], 'counts': res['pluses\_stars\_counts']})

            total\_matches += res['count']

            if res['count'] > 0:

                files\_with\_hits += 1

        return {

            'total\_files': len(file\_paths),

            'files\_with\_hits': files\_with\_hits,

            'total\_matches': total\_matches,

            'per\_file': per\_file

        }

class TTasksTest:

    def \_\_init\_\_(self, tasks: TTasks, searcher: FileSearcher):

        self.tasks = tasks

        self.searcher = searcher

        self.log\_lines: list[str] = []

    def \_read\_lines(self, path: str) -> list[str]:

        if not os.path.exists(path):

            raise FileNotFoundError(path)

        with open(path, 'r', encoding='utf-8') as f:

            return [ln.rstrip("\n").rstrip("\r") for ln in f]

    def \_\_matrixCompare(self, results: list[int], solutionPath: str = "Matrix solution.txt") -> str:

        try:

            sol\_lines = self.\_read\_lines(solutionPath)

        except FileNotFoundError:

            return f"Missing solution file: {solutionPath}"

        sol = []

        for ln in sol\_lines:

            if ln.isdigit() or (ln and ln[0] == "-" and ln[1:].isdigit()):

                sol.append(int(ln))

            else:

                return f"Invalid solution line: {ln} in {solutionPath}"

        if len(sol) != len(results):

            return f"Length mismatch: expected {len(sol)}, got {len(results)}"

        errors = []

        for idx, (r, s) in enumerate(zip(results, sol), start=1):

            if r != s:

                errors.append(str(idx))

        return ",".join(errors) if errors else ""

    def \_\_matrixTestMethod(self, testsPath: str = "Matrix tests.txt") -> str:

        try:

            lines = self.\_read\_lines(testsPath)

        except FileNotFoundError:

            return f"Missing test file: {testsPath}"

        matrix = []

        results = []

        for ln in lines:

            if "-" in ln:

                results.append(self.tasks.matrixMethod(matrix))

                matrix = []

            else:

                parts = ln.split()

                row = []

                for p in parts:

                    if p.isdigit() or (p and p[0] == "-" and p[1:].isdigit()):

                        row.append(int(p))

                    elif p == "":

                        row.append("")

                    else:

                        row.append(p)

                matrix.append(row)

        if matrix:

            results.append(self.tasks.matrixMethod(matrix))

        return self.\_\_matrixCompare(results)

    def \_\_stringCompare(self, results: list[list[int]], solutionPath: str = "String solution.txt") -> str:

        try:

            sol\_lines = self.\_read\_lines(solutionPath)

        except FileNotFoundError:

            return f"Missing solution file: {solutionPath}"

        sol = []

        for ln in sol\_lines:

            parts = ln.split()

            if len(parts) != 2:

                return f"Invalid solution format in {solutionPath}: {ln}"

            try:

                sol.append([int(parts[0]), int(parts[1])])

            except ValueError:

                return f"Invalid ints in solution file: {ln}"

        if len(sol) != len(results):

            return f"Length mismatch: expected {len(sol)}, got {len(results)}"

        errors = []

        for idx, (r, s) in enumerate(zip(results, sol), start=1):

            if r != s:

                errors.append(str(idx))

        return ",".join(errors) if errors else ""

    def \_\_stringTestMethod(self, testsPath: str = "String tests.txt") -> str:

        try:

            lines = self.\_read\_lines(testsPath)

        except FileNotFoundError:

            return f"Missing test file: {testsPath}"

        results = []

        for ln in lines:

            results.append(self.tasks.stringMethod(ln))

        return self.\_\_stringCompare(results)

    def \_\_fileCompare(self, solutionRoot: str, results: list[str]) -> bool:

        try:

            sol\_lines = self.\_read\_lines(solutionRoot)

        except FileNotFoundError:

            raise

        return sol\_lines == results

    def \_\_fileTestMethod(self) -> str:

        errors = []

        for i in range(1, 4):

            test\_file = f"File test {i}.txt"

            sol\_file = f"File solution {i}.txt"

            try:

                result = self.tasks.fileMethod(test\_file, "break")

            except FileNotFoundError:

                errors.append(f"missing\_test\_{i}")

                continue

            try:

                ok = self.\_\_fileCompare(sol\_file, result)

            except FileNotFoundError:

                errors.append(f"missing\_solution\_{i}")

                continue

            if not ok:

                errors.append(str(i))

        return ",".join(errors) if errors else ""

    def \_\_interactionTest(self, test\_files: list[str], keyword: str = "break") -> str:

        """

        Тестирует взаимодействие: безопасный парсинг Interaction solution.txt и гибкая проверка агрегированных результатов.

        Формат Interaction solution.txt:

        первая строка: <label> <expected\_total\_matches>

        последующие строки (опционально): <file\_path> <expected\_count>

        """

        try:

            interaction\_sol = self.\_read\_lines("Interaction solution.txt")

        except FileNotFoundError:

            return "Missing solution file: Interaction solution.txt"

        agg = self.searcher.aggregate\_counts(test\_files, keyword)

        if not interaction\_sol:

            return "Invalid interaction solution file"

        # Разбор заголовка; допускаем дополнительные метки, берём последнее поле как число

        header\_parts = interaction\_sol[0].strip().split()

        if len(header\_parts) < 1:

            return "Invalid header in interaction solution"

        try:

            expected\_total\_matches = int(header\_parts[-1])

        except Exception:

            return "Invalid total matches value in interaction solution"

        if expected\_total\_matches != agg.get('total\_matches', 0):

            return f"total\_matches\_mismatch: expected {expected\_total\_matches}, got {agg.get('total\_matches', 0)}"

        # Разбор последующих строк; используем split(maxsplit=1) чтобы корректно поддерживать имена файлов с пробелами

        expected\_per\_file = []

        for line in interaction\_sol[1:]:

            line = line.strip()

            if not line:

                continue

            parts = line.split(maxsplit=1)

            if len(parts) == 1:

                # если указано только число, считаем это глобальным несоответствием формата

                return f"Invalid line in interaction solution: {line}"

            # parts[0] может быть именем файла или меткой; пытаемся извлечь имя и число

            # Попробуем разделить на (path, count) по последнему пробелу

            try:

                # если строка в формате "File test 1.txt 2" — выделим путь и число

                path\_part, count\_part = parts[0], parts[1]

                # сюда возможны разные варианты: если parts[1] содержит число — ok

                # если path содержит пробелы, вариант выше не сработает; более надёжный способ:

                # разбиваем всю строку по пробелам справа

                rparts = line.rsplit(maxsplit=1)

                if len(rparts) != 2:

                    return f"Invalid line in interaction solution: {line}"

                path\_expected = rparts[0]

                expected\_count = int(rparts[1])

            except ValueError:

                return f"Invalid count in interaction solution line: {line}"

            expected\_per\_file.append((path\_expected, expected\_count))

        # Сопоставление ожидаемых per\_file с агрегированными данными.

        # Разрешаем, чтобы expected\_per\_file мог быть короче или длиннее agg['per\_file'].

        for idx, (path\_expected, expected\_count) in enumerate(expected\_per\_file):

            # Если в агрегированных данных нет записи для этого индекса, пытаемся найти по имени файла

            if idx < len(agg.get('per\_file', [])):

                agg\_entry = agg['per\_file'][idx]

                agg\_file = agg\_entry.get('file')

                agg\_count = agg\_entry.get('count', 0)

                # Сначала проверяем совпадение по индексу; если имя отличается, ищем запись по имени файла

                if agg\_file != path\_expected:

                    # поиск по имени файла

                    found = next((e for e in agg['per\_file'] if e.get('file') == path\_expected), None)

                    if found is None:

                        return f"missing\_agg\_entry\_for\_{path\_expected}"

                    agg\_count = found.get('count', 0)

                if agg\_count != expected\_count:

                    return f"per\_file\_mismatch\_at\_{path\_expected}: expected {expected\_count}, got {agg\_count}"

            else:

                # индекс вне диапазона — пробуем найти по имени

                found = next((e for e in agg.get('per\_file', []) if e.get('file') == path\_expected), None)

                if found is None:

                    return f"missing\_agg\_entry\_for\_{path\_expected}"

                if found.get('count', 0) != expected\_count:

                    return f"per\_file\_mismatch\_at\_{path\_expected}: expected {expected\_count}, got {found.get('count', 0)}"

        return ""  # пустая строка = нет ошибок

    def test(self):

        try:

            m\_err = self.\_\_matrixTestMethod()

        except Exception as e:

            m\_err = f"EXCEPTION\_MATRIX: {e}"

        self.log\_lines.append("Matrix Tests errors: " + ("none" if m\_err == "" else m\_err))

        try:

            s\_err = self.\_\_stringTestMethod()

        except Exception as e:

            s\_err = f"EXCEPTION\_STRING: {e}"

        self.log\_lines.append("String Tests errors: " + ("none" if s\_err == "" else s\_err))

        try:

            f\_err = self.\_\_fileTestMethod()

        except Exception as e:

            f\_err = f"EXCEPTION\_FILE: {e}"

        self.log\_lines.append("File Tests errors: " + ("none" if f\_err == "" else f\_err))

        # Interaction test: проверка совместной работы TTasks и FileSearcher

        test\_files = [f"File test {i}.txt" for i in range(1, 4)]

        try:

            inter\_err = self.\_\_interactionTest(test\_files, keyword="break")

        except Exception as e:

            inter\_err = f"EXCEPTION\_INTERACTION: {e}"

        self.log\_lines.append("Interaction Tests errors: " + ("none" if inter\_err == "" else inter\_err))

        overall\_ok = all("none" in line for line in self.log\_lines)

        header = "TEST RESULTS: PASS" if overall\_ok else "TEST RESULTS: FAIL"

        output\_lines = [header, "-" \* len(header)] + self.log\_lines

        for ln in output\_lines:

            print(ln)

        with open("log.txt", "w", encoding="utf-8") as logf:

            for ln in output\_lines:

                logf.write(ln + "\n")

        return overall\_ok

if \_\_name\_\_ == "\_\_main\_\_":

    tasks = TTasks()

    searcher = FileSearcher(tasks)

    tester = TTasksTest(tasks, searcher)

    ok = tester.test()

    print("Exit status:", "0" if ok else "1")